# 题目

给定一个整数数组，你需要验证它是否是一个二叉搜索树正确的先序遍历序列。

你可以假定该序列中的数都是不相同的。

参考以下这颗二叉搜索树：
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示例 1：

输入: [5,2,6,1,3]

输出: false

示例 2：

输入: [5,2,1,3,6]

输出: true

进阶挑战：

您能否使用恒定的空间复杂度来完成此题？

# 分析

要解决这个问题，我们需要验证一个给定的整数数组是否是一个二叉搜索树（BST）的正确先序遍历序列。二叉搜索树的特性是：对于任意节点，其左子树的所有节点值都小于该节点值，右子树的所有节点值都大于该节点值。先序遍历的顺序是“根->左->右”。

解题思路

利用二叉搜索树和先序遍历的特性，我们可以采用单调栈的方法来解决这个问题，具体思路如下：

1、单调递减栈：由于先序遍历中左子树的节点值是递减的，我们可以使用一个栈来模拟左子树的遍历过程，保持栈的单调递减特性。

2、更新下界：当遇到一个大于栈顶的元素时，说明我们开始遍历右子树。此时需要弹出栈中所有小于当前元素的节点，这些节点构成了当前元素的左祖先链，其中最后弹出的节点是当前元素的直接父节点，我们将其作为右子树节点的下界（所有右子树节点必须大于该值）。

3、检查合法性：如果当前元素小于下界，则说明该序列不符合二叉搜索树的先序遍历规则，返回false。

此外，为了优化空间复杂度，我们可以复用原数组来模拟栈的行为，从而实现常数空间复杂度。

代码：

class Solution {

public:

bool verifyPreorder(vector<int>& preorder) {

int low = INT\_MIN; // 记录当前右子树的下界

int i = -1; // 模拟栈顶指针，初始栈为空

for (int num : preorder) {

// 如果当前数字小于下界，说明不满足BST特性

if (num < low) {

return false;

}

// 当遇到大于栈顶的元素时，弹出栈中所有小于当前元素的节点，并更新下界

while (i >= 0 && num > preorder[i]) {

low = preorder[i--];

}

// 将当前元素入栈（复用原数组）

preorder[++i] = num;

}

return true;

}

};

解释：

- 单调栈模拟：通过复用原数组的方式，我们用变量i来模拟栈顶指针。当遍历元素时，若元素小于栈顶（即preorder[i]），则将其入栈（preorder[++i] = num），保持栈的递减特性。

- 下界更新：当遇到大于栈顶的元素时，说明进入了右子树。此时需要弹出所有小于当前元素的栈顶元素，这些元素是当前元素的左祖先，最后弹出的元素成为右子树的下界（low），确保后续元素都大于该下界。

- 合法性检查：如果任何元素小于当前下界，说明该元素不应该出现在右子树中，因此序列不合法，返回false。

这种方法的时间复杂度为O(n)（每个元素入栈和出栈各一次），空间复杂度为O(1)（复用原数组，未使用额外空间），满足进阶挑战的要求。